**Lesson 8**

**Functional Programming in Java:**   
Commanding All the Laws of Nature from the Source

Wholeness of the Lesson: The declarative style of functional programming makes it possible to write methods (and programs) just by declaring *what* is needed, without specifying the details of *how* to achieve the goal. Including support for functional programming in Java makes it possible to write parts of Java programs more concisely, in a more readable way, in a more threadsafe way, in a more parallelizable way, and in a more maintainable way, than ever before.   
  
Maharishi’s Science of Consciousness: Just as a king can simply *declare* what he wants – a banquet, a conference, a meeting of all ministers – without having to specify the details about how to organize such events, so likewise can one who is awake to the home of all the laws of nature, the “king” among laws of nature, command those laws and thereby fulfill any intention. The royal road to success in life is to bring awareness to the home of all the laws of nature, through the process of transcending, and live life established in this field.

**The Functional Style of Programming**

1. Programs are declarative (“what”) rather than imperative (“how”). Makes code more *self-documenting* – the sequence of function calls mirrors precisely the requirements
2. Functions have *referential transparency* ­– two calls to the same method are guaranteed to return the same result
3. Functions do not cause a change of state; in an OO language, this means that functions do not change the state of their enclosing object (by modifying instance variables). In general, functions do not have *side effects;* they compute what they are asked to compute and return a value, without modifying their environment (modifying the environment is a *side effect*).
4. Functions are *first-class citizens.* This means in particular that it is possible to use functions in the same way objects are used in an OO language: They can be passed as arguments to other functions and can be the return value of a function.

Demos show examples of adopting a Functional Programming style within Java SE 7. See lesson8.lecture.functionalprogramming.   
  
These are not true functional programming examples because they rely on simpler methods that are not purely functional. But these examples illustrate the functional style at the top level. In Java SE 8, these techniques are supported in a truly functional (and much more efficient) way.  
  
Demo Code:

* FactorialImperative, FactorialFunctional
* MapImperative, MapFunctional
* LackReferentialTransparency

**How Java SE 7 Approximates “Functions As First-Class Citizens”**

Example: Suppose we want to sort a list of Employee objects.

class Employee {  
 String name;  
 int salary;  
 public Employee(String n, int s) {  
 this.name = n;  
 this.salary = s;  
 }  
}

Suppose we have a function compare that tells us how to compare two Employee objects:

int compare(Employee e1, Employee e2) {  
 return e1.name.compareTo(e2.name);  
 }

It would be nice to be able to make a call like this in order to sort the list by name:  
 Collections.sort(list, compare)  
  
Since functions are not first-class citizens, this cannot be done. But it can almost be done.

**How Java SE 7 Approximates “Functions As First-Class Citizens”:  
The Comparator Interface and a Functorial Realization**

The Comparator interface is a *declarative wrapper* for the function compare, described in the last slide.

interface Comparator<T> {  
 int compare(T o1, T o2);

}

It is called a *functional interface* because it has just one (abstract) method\*. So a class that implements it will have in effect just one implemented function; it will be an object that acts like a function.

An implementation of a functional interface is called a *functor.* Example:

**public** **class** EmployeeNameComparator **implements** Comparator<Employee> {

@Override

**public** **int** compare(Employee e1, Employee e2) {

**return** e1.name.compareTo(e2.name);

}

}

NOTE: Though EmployeeNameComparator is a class, it is essentially just a function that associates to each pair (e1,e2) of Employees an integer (indicating an ordering for   
e1, e2).  
  
\*NOTE: In reality, Comparator declares *two* abstract methods: compare and equals. However, equals already has an implementation in the Object class. The precise rule to determine whether an interface is a *functional* interface is that it must have exactly one abstract method, not counting than any methods from Object that have been re-declared. See <https://docs.oracle.com/javase/8/docs/api/java/lang/FunctionalInterface.html>

**How Java SE 7 Approximates “Functions As First-Class Citizens”:  
Using Local Inner Classes As Closures**

The implementation of the Comparator interface shown in the previous slide has a limitation: If the way the compare method acts depends on the state of the class that is attempting to sort Employee objects, our Comparator implementation will never be aware of this fact. (This is not a big problem in this case but can be in more complex settings.)  
  
Example: If we want to have the choice of sorting by name or by salary, we will need two different Comparators.

**public** **class** EmployeeSalaryComparator **implements** Comparator<Employee> {

@Override

**public** **int** compare(Employee e1, Employee e2) {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

**public** **class** EmployeeNameComparator **implements** Comparator<Employee> {

@Override

**public** **int** compare(Employee e1, Employee e2) {

**return** e1.name.compareTo(e2.name);

}

}

**EmployeeInfo Class**

**public** **class** EmployeeInfo {

**static** **enum** SortMethod {***BYNAME***, ***BYSALARY***};

SortMethod method;

**public** EmployeeInfo(SortMethod method) {

**this**.method = method;

}

//The Comparators are unaware of the choice of sort method

**public** **void** sort(List<Employee> emps) {

**if**(method == SortMethod.***BYNAME***) {

Collections.*sort*(emps, **new** EmployeeNameComparator());

}

**else** **if**(method == SortMethod.***BYSALARY***) {

Collections.*sort*(emps, **new** EmployeeSalaryComparator());

}

}

**public** **static** **void** main(String[] args) {

List<Employee> emps = **new** ArrayList<>();

emps.add(**new** Employee("Joe", 100000));

emps.add(**new** Employee("Tim", 50000));

emps.add(**new** Employee("Andy", 60000));

EmployeeInfo ei = **new**

EmployeeInfo(EmployeeInfo.SortMethod.***BYNAME***);

ei.sort(emps);

System.***out***.println(emps);

ei = **new** EmployeeInfo(EmployeeInfo.SortMethod.***BYSALARY***);

ei.sort(emps);

System.***out***.println(emps);

}

}

**Creating a Comparator *Closure***

A *closure* is a functor embedded inside another class, that is capable of remembering the state of its enclosing object. In Java 7, instances of member, local, and anonymous inner classes are (essentially) closures, since they have full access to their enclosing object’s state.  
  
Implementing an EmployeeComparator using a local inner class allows us to use just one Comparator, embedded in the sort method itself:

**public** **class** EmployeeInfo {

**static** **enum** SortMethod {***BYNAME***, ***BYSALARY***};

**public** **void** sort(List<Employee> emps, **final** SortMethod method) {

**class** **EmployeeComparator** **implements** Comparator<Employee> {

@Override //**Comparator is now aware of sort method**

**public** **int** compare(Employee e1, Employee e2) {

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

}

Collections.*sort*(emps, **new** EmployeeComparator());

}

**public** **static** **void** main(String[] args) {

List<Employee> emps = **new** ArrayList<>();

emps.add(**new** Employee("Joe", 100000));

emps.add(**new** Employee("Tim", 50000));

emps.add(**new** Employee("Andy", 60000));

EmployeeInfo ei = **new** EmployeeInfo();

ei.sort(emps, EmployeeInfo.SortMethod.***BYNAME***);

System.***out***.println(emps);

//same instance

ei.sort(emps, EmployeeInfo.SortMethod.***BYSALARY***);

System.***out***.println(emps);

}

}

NOTE: In Java 7 and before, the method argument SortMethod method must be declared final since it is referenced in the method body. In Java 8, this is no longer necessary but still the argument may not be modified in the method body.

*Historical Note*: The “orginator” of the Java language – James Gosling – hoped to include real closures in Java from the beginning; inner classes were introduced as an approximation to closures. A quote from Gosling:

*Closures were left out of Java initially more because of time pressures than anything else. In the early days of Java the lack of closures was pretty painful, and so inner classes were born: an uncomfortable compromise that attempted to avoid a number of hard issues. But as is normal in so many design issues, the simplifications didn't really solve any problems, they just moved them.*

**Another Functional Interface: Consumer**

public interface Consumer<T> {  
 public void accept(T t);  
 }

The Consumer interface, like Comparator, has just one abstract method, so it is also a functional interface. It can likewise be implemented with a local or anonymous inner class to obtain a closure:
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This is another example of a closure, though in this case, the accept method did not make special use of the state of its environment.

**Another Functional Interface (JavaFX): EventHandler<T>**

public interface EventHandler<T extends Event> {  
 public void handle(T evt); **//typically, T is ActionEvent**}

One of the primary event handlers in JavaFX is EventHandler, another functional interface. From Lesson 6, we have:
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This is also a closure, and username is a variable that is part of the state of the environment.

**Introducing Lambda Expressions**

Lambda notation was an invention of the mathematician A. Church in his analysis of the concept of “computable function,” long before computers had come into existence (in the 1930s).   
  
Several equivalent ways of specifying a (mathematical) function:

*f*(*x*, *y*) = 2*x* – *y* //this version gives the function a name – namely ‘f ’

(x,y) ↦ 2*x* – *y* //in mathematics, this is called “maps to” notation  
  
*λxy.*2*x* – *y* //Church’s lambda notation

(x,y) 2\*x – y // Java SE 8 lambda notation

NOTE: In Church’s lambda notation, the function’s arguments are specified to the left of the dot, and output value to the right.

**Example: the Function (x,y) 2 \* x – y**

Java SE 8 offers new functional interfaces to support the majority of lambda expressions that could arise (though not all).

The BiFunction<S,T,R> interface has as its unique abstract method apply(), which returns the result of applying a function to it first two arguments (of type S, T) to produce a result   
(of type R).

public interface BiFunction<S,T,R> {  
 R apply(S s, T t);  
}

This code uses lambda notation to express functional behavior.

**public** **static** **void** main(String[] args) {

BiFunction<Integer, Integer, Integer> f =

(x,y) -> 2 \* x - y;

System.***out***.println(f.apply(2, 3)); //output: 1

}

One way to accomplish the same thing without lambdas would be like this:

**public** **static** **void** main(String[] args) {

**class** MyBiFunction **implements** BiFunction<Integer, Integer, Integer> {

**public** Integer apply(Integer x, Integer y) {

**return** 2 \* x.intValue() - y.intValue();

}

}

MyBiFunction f = **new** MyBiFunction();

System.***out***.println(f.apply(2, 3)); // output 1

}

Using a Lambda Expression for a Consumer

Recall the Consumer interface

public interface Consumer<T> {  
 public void accept(T t);  
 }

and the application
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This forEach code can be rewritten using lambdas as follows (syntax rules will be provided later):

l.forEach(s -> System.out.println(s));

Note how we are, in effect, simply passing the accept method of an anonymously defined Consumer to the forEach method.

**Example: Creating Your Own Functional Interface**

@FunctionalInterface

**public** **interface** TriFunction<S,T,U,R> {

R apply(S s, T t, U u);

}

**public** **static** **void** main(String[] args) {

TriFunction<Integer, Integer, Integer, Integer> f =

(x, y, z) -> x + y + z;

System.***out***.println(f.apply(2, 3, 4)); //output: 9

}

**Notes**

1. The @FunctionalInterface annotation is checked by the compiler – if the interface does not contain exactly one abstract method, there is a compiler error.
2. It is not necessary to use this annotation when providing a type for a lambda expression, but, like other annotations (@Override for example) it is a best practice because it allows a compiler check that would otherwise be overlooked until runtime.

Exericses: What happens when we attempt to create these interfaces? Does the code compile? Are these functional interfaces?
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![](data:image/png;base64,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)

**Representing Functors with Lambda Expressions**

**//compare in Comparator**  
 (Employee e1, Employee e2)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}  
  
  
 **//the “accept” method in Consumer**

(String str) System.out.println(str);

**//the “handle” method in EventHandler:**

(ActionEvent evt) ->

System.***out***.println("Hello " + (username != **null** ? username : "World") + "!");

**//the “apply” method in BiFunction**

(x,y) -> 2\*x - y

**//the “apply” method in TriFunction   
 //(a user defined functional interface)**  
 (x,y,z) -> x + y + z

These lambda expressions can be used wherever a matching functional interface is expected. But now we can think of these expressions as *functions* rather than as *objects.* In this way, lambdas upgrade the status of functions (at least in a certain context) to first-class citizens.

**MAIN POINT 1**

In Java, before Java SE 8, functions were not first-class citizens, which made the functional style difficult to implement. Prior to Java SE 8, Java approximated a function with a functional interface; when implemented as an inner class, objects of this type were close approximations to functions. In Java SE 8, these inner class approximations can be replaced by lambda expressions, which capture their essential functional nature: *Arguments mapped to outputs*. With lambda expressions, it is now possible to reap many of the benefits of the functional style while maintaining the OO essence of the Java language as a whole.  
  
The “purification” process that made it possible to transform “noisy” one-method inner classes into simple functional expressions (lambdas) is like the purification process that permits a noisy nervous system to have a chance to operate smoothly and at a higher level. This is one of the powerful benefits of the transcending process.

**A Sample Application of Lambdas**

Task: Extract from a list of names (Strings) a sublist containing those names that begin with a specified character, and transform all letters in such names to upper case.  
  
**Imperative Style (Java 7)**

**public** List<String> findStartsWithLetterToUpper(List<String> list, **char** c) {

List<String> startsWithLetter = **new** ArrayList<String>();

**for**(String name : list) {

**if**(name.startsWith("" + c)) {

startsWithLetter.add(name.toUpperCase());

}

}

**return** startsWithLetter;

}

**Using Lambdas and Streams (Java 8)**

**public** List<String> findStartsWithLetter(List<String> list, String letter) {

**return**

list.stream() //convert list to stream

.filter(name -> name.startsWith(letter)) //returns filtered stream

.map(name -> name.toUpperCase()) //maps each string to upper case string

.collect(Collectors.*toList*()); //organizes into a list

}

//parallel processing  
 **public** List<String> findStartsWithLetter(List<String> list, String letter) {

**return**

list.parallelStream() //convert list to stream

.filter(name -> name.startsWith(letter)) //returns filtered stream

.map(name -> name.toUpperCase()) //maps each string to upper case string

.collect(Collectors.*toList*()); //organizes into a list

}

**Anatomy of a Lambda Expression**

A lambda expression has three parts:

*parameters*  [zero or more]  
 *code block*  [if more than one statement, enclosed in curly braces { . . . } ]  
 [may contain *free variables*; values for these supplied by local or instance vbles]

Examples

**//compare in Comparator: two parameters e1, e2; 1 free variable** **method** (Employee e1, Employee e2)

{

**if**(**method** == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

**//accept in Consumer: one parameter str; no free vbles**

(String str) System.out.println(str);

**//handle in EventHandler: one parameter evt, one free vble username**

(ActionEvent evt) ->

System.***out***.println("Hello " + (**username** != **null** ? **username** : "World") + "!");

**Free Variables and Closures**

1. Free variables are variables that are *not* parameters and *not* defined inside the block of code (on the right hand side of the lambda expression)
2. In order for a lambda expression to be evaluated, values for the free variables need to be supplied (either by the method in which the lambda expression appears or in the enclosing class). These values are said to be *captured by the lambda expression.*
3. A *closure* in Java can be defined to be a lambda expression, together with the values of the free variables that are captured by the lambda expression. [Note that this is the same definition of closure as was given before since lambda expressions can always be interpreted as inner classes that are aware of the state of their enclosing class.]

**Naming Lambda Expressions**

1. We want to be able to reuse lambda expressions rather than rewriting the entire expression each time. To do so, we need to give it a name and a type.
2. Every object in Java has a type; the same is true of lambda expressions.

*The type of a lambda expression is any functional interface for which   
the lambda expression is an implementation*

Example: The lambda expression can be assigned the type Comparator<Employee>. The lambda expression can be viewed as a shorthand for a local or anonymous inner class that implements this interface. (Java doesn’t actually implement lambdas this way, but this viewpoint is accurate enough.)

(Employee e1, Employee e2)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

1. *Naming a lambda expression* is done by using an appropriate functional interface as its type, like naming any other object:

Comparator<Employee> empNameComp = (Employee e1, Employee e2)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

. . .

**public** **void** sort(List<Employee> emps, **final** SortMethod method) {

Collections.*sort*(emps, **empNameComp**);

}

1. Important: Lambda expressions do not, on their own, have a unique type. Their type is *inferred* from the context. Inferring type from context is called *target typing.*  
     
   Examples: Context in both cases below tells us that this lambda expression should be converted to a Comparator<Employee>

//explicitly typed

Comparator<Employee> empNameComp = (Employee e1, Employee e2)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

};  
  
**//compiler is expecting a Comparator in the second argument of sort**

Collections.*sort*(emps, (Employee e1, Employee e2)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

));

NOTE: The following is another valid way to type this lambda expression, but this type cannot be used for sorting.  
  
Bifunction<Employee, Employee, Integer> bifunction =  
 (Employee e1, Employee e2)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

TECHNICAL NOTE: Although every lambda is a realization of a functional interface, the way in which the Java compiler translates a lambda into a realization of such an interface is *not* obvious. Historically, the possibility of simply translating the lambda into an anonymous inner class was considered by the Java engineers, but was rejected for a number of reasons. One reason is performance – inner classes have to be loaded separately by the class loader. Another is that tying lambdas to such an implementation would limit the possibility for evolution of new features of lambdas in future releases. You can verify that lambdas and anonymous inner classes are fundamentally different (even though very similar) by considering how the implicit object reference `this’ is interpreted by each type: In an anonymous inner class, `this’ refers to the inner class; in a lambda, `this’ refers to the surrounding class. See <http://www.infoq.com/articles/Java-8-Lambdas-A-Peek-Under-the-Hood>

**Syntax Shortcuts via Target Typing**

1. If parameter types can be inferred, they can be omitted

Comparator<Employee> empNameComp = (**e1**, **e2**)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

//sort expects a Comparator; since types in emps list are Employee, infer   
//type Comparator<Employee>

Collections.*sort*(emps, (**e1**, **e2**)

{

**if**(method == SortMethod.***BYNAME***) {

**return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

));

See DEMO: lesson8.lecture.lambdaexamples.comparator3

2. If a lambda expression has a single parameter with an inferred type, the parentheses

around the parameter can be omitted.

Consumer consumer = **str** {System.out.println(str);};

EventHandler<ActionEvent> handler

= **evt** -> {System.out.println(“Hello World”);}

4. *Method References.*  (See Lesson 9 for a fourth type of method reference – *constructor reference*)  
 A. Type: *object::instanceMethod.* Given an object ob and an instance method meth() in ob, the   
 lambda expression  
 x -> ob.meth(x)  
 can be written as  
 ob::meth

Example (see SimpleButton demo in lesson8.lecture.methodreferences.objinstance.print)

Rewrite

button.setOnAction(evt -> p.print(evt));

as

button.setOnAction(p::print);

Another Example: The ‘this’ implicit object can be captured in a method reference in the same way: For instance the method reference this::equals is equivalent to the lambda expression x -> this.equals(x).

B. Type: *Class::staticMethod*. Given a class ClassName and one of its static methods meth(), the lambda expression

x -> ClassName.meth(x) //or (x,y) -> ClassName.meth(x,y) if meth accepts two args

can be rewritten as

ClassName::meth

Example (see MethodRefMath demo in lesson8.lecture.methodreferences.classmethod.math)

Rewrite

BiFunction<Integer, Integer, Double> f = (x,y) -> Math.pow(x, y);

as

BiFunction<Integer, Integer, Double> f = Math::*pow*;

C. Type: *Class*::*instanceMethod.* Given a class ClassName and one of its instance methods meth(), the lambda expression (Unbounded receiver call as method call belongs to one of parameter provided to call method i.e. x)

(x,y) -> x.meth(y)

can be rewritten as

ClassName::meth  
 Example (Comparator interface):   
 (str1, str2) -> str1.compareToIgnoreCase(str2)   
 can be written as

String::compareToIgnoreCase

[IN-CLASS EXERCISE]

**Syntax Rules Concerning Closures: The View from Java SE 7**(lesson8.lecture.closures.java7)

**public** **class** EmployeeInfo {

**static** **enum** SortMethod {***BYNAME***, ***BYSALARY***};

**private** **boolean** ignoreCase = **true**;

**public** **void** setIgnoreCase(**boolean** b) {

ignoreCase = b;

}

**public** **void** sort(List<Employee> emps, **final** SortMethod method) {

**class** EmployeeComparator **implements** Comparator<Employee> {

@Override

**public** **int** compare(Employee e1, Employee e2) {

//local variable method must be final

**if**(method == SortMethod.***BYNAME***) {

//instance vble ignoreCase does not need to be final

**if**(ignoreCase) **return** e1.name.compareToIgnoreCase(e2.name);

**else** **return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

}

}

Collections.*sort*(emps, **new** EmployeeComparator());

}  
}

1. Local and anonymous inner classes have access to instance variables of the enclosing class; they may also use local variables only if they are *final.*
2. *Best Practice*: Never modify instance variables from a method of a local inner class (for example, because of thread safety)

**Syntax Rules Concerning Closures: The View from Java SE 8**lesson8.lecture.closures.java8

**public** **class** EmployeeInfo {

**static** **enum** SortMethod {***BYNAME***, ***BYSALARY***};

**private** **boolean** ignoreCase = **true**;

**public** **void** setIgnoreCase(**boolean** b) {

ignoreCase = b;

}

**public** **void** sort(List<Employee> emps, SortMethod method) {

Collections.*sort*(emps, (e1,e2) ->

{

//local variable method must be *effectively final*,

//but not necessarily final

**if**(method == SortMethod.***BYNAME***) {

//instance vble ignoreCase does not need to be effectively final

//but should not be modified either

**if**(ignoreCase) **return** e1.name.compareToIgnoreCase(e2.name);

**else** **return** e1.name.compareTo(e2.name);

} **else** {

**if**(e1.salary == e2.salary) **return** 0;

**else** **if**(e1.salary < e2.salary) **return** -1;

**else** **return** 1;

}

});

}

1. Lambda expressions have access to instance variables of the enclosing class; they may also use local variables only if they are *effectively* *final* – this means that the value of the variable never changes (this is compiler-checked). This is now also the rule for local and anonymous inner classes.
2. *Best Practice*: Never modify instance variables inside a a lambda expression (for example, for thread safety)

**New Techniques: Filtering a List Using stream() and filter()**

**The Task:** Efficiently extract from a list a sublist satisfying certain criteria. (See Demos in package lesson8.lecture.filter)

1. Pre-Java 8 approach (see Demo class Weak): Use the usual for loop to pull out strings from a list that meet the criteria.
   1. For loop is part of imperative thinking, not declarative thinking.
   2. Elements are arranged into the return list in the same order they were read out. Maybe this is desirable, maybe not.
2. Good approach with Java 8 (see Demo class Good):

List<String> startsWithLetter =

list.stream()

.filter(name -> name.startsWith(letter))

.map(name -> name.toUpperCase())

.collect(Collectors.*toList*());

* 1. Convert the list to a Stream, which permits new operations, like filtering.
  2. The filter operation on a stream accepts a Java 8 Predicate<T>, whose only method is

boolean test(T t). Filter operations examine each element and applies the test method. Here, test method is name.startsWith(letter). The output of filter is another Stream – those elements for which test returned true.

* 1. The map operation accepts a Java 8 Function<T,R>, whose only method is R apply(T t). Map operations transform each element by using apply. Here, apply is name.toUpperCase, T is String, R is String.
  2. The collect method, with argument Collectors.toList() is a way to organize a stream back into a list.
  3. Can make even more compact.

1. Even more functional style version (see Demo class Better):
2. Idea:   
    Folks.***friends***.stream()

.filter(<<find the right Predicate>>).count();

1. If we have a particular letter ‘N’ in mind, this predicate would work:

Folks.***friends***.stream()

.filter(name -> name.startsWith(“N”)).count();

but then we have to duplicate the code to handle “B” or “S”, etc.

1. Solution: Create a function that associates with each possible letter *a lambda expression* representing a Predicate. This can be done using the Function interface whose only method is

R apply(T t)

1. Here is the concrete implementation of the Function interface we will use:

Function<String, Predicate<String>> startsWithLetter

= letter -> name -> name.startsWith(letter);

The lambda expression name -> name.startsWith(letter) is a Predicate, which returns a boolean, and which depends on the input value letter.

Then letter -> name -> name.startsWith(letter) is a lambda expression for a Function; when apply(letter) is invoked, the predicate   
 name -> name.startsWith(letter)

will be usable by the filter. This is an example of a *higher-order function*, which maps input to another function.

1. Using this Function, we create an atomic expression for the core of the computation:

**final** **long** countFriendsStartN =

Folks.***friends***.stream()

.filter(startsWithLetter.apply("N"));

1. (Advanced technique) We can make an even more general lambda expression, with wider applicability, like this:
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Apply this expression as follows:

**final** List<String> friendsStartN   
= listStartsWith.apply(Folks.***friends***, "N");

**CONNECTING THE PARTS OF KNOWLEDGE  
WITH THE WHOLENESS OF KNOWLEDGE**

## Declarative programming and command of all the laws of nature

1. In Java SE 7, the only first-class citizens are objects, created from classes. The valuable techniques of functional programming and a declarative style can be approximated using functional interfaces.
2. In Java SE 8, functions – in the form of lambda expressions – have become first-class citizens, and can be passed as arguments and occur as return values. In this new version, the advantage of functional programming with its declarative style is now supported in the language
3. **![arrow](data:image/jpeg;base64,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)Transcendental Consciousness**: TC, which can be experienced in the stillness of one’s awareness through transcending, is where the laws of nature begin to operate – it is the *home of all the laws of nature.*
4. **Impulses Within the Transcendental Field:** As TC becomes more familiar, more and more, intentions and desires reach fulfillment effortlessly, because of the hidden support of the laws of nature.
5. **Wholeness moving within Itself**: In Unity Consciousness, one finally recognizes the universe in oneself – that all of life is simply the impulse of one’s own consciousness. In that state, one effortlessly commands the laws of nature for all good in the universe.